javac Server.java

javac Client.java

rmic RmiServer (No need since Java 5.0, used before Java 5.0)

java -Djava.security.policy=server.policy Server

java -Djava.security.policy=client.policy Client

If does not connect, try

no.policy

<http://en.wikipedia.org/wiki/Java_remote_method_invocation>

Example

The following classes implement a simple client-server program using RMI that displays a message.

**RmiServer class** — listens to RMI requests and implements the interface which is used by the client to invoke remote methods.

**import** java.rmi.Naming;

**import** java.rmi.RemoteException;

**import** java.rmi.RMISecurityManager;

**import** java.rmi.server.UnicastRemoteObject;

**import** java.rmi.registry.\*;

**public** **class** RmiServer **extends** UnicastRemoteObject

**implements** RmiServerIntf {

**public** **static** **final** String MESSAGE = "Hello world";

**public** RmiServer() **throws** RemoteException {

}

**public** String getMessage() {

**return** MESSAGE;

}

**public** **static** **void** main(String args[]) {

System.out.println("RMI server started");

*// Create and install a security manager*

**if** (System.getSecurityManager() == **null**) {

System.setSecurityManager(**new** RMISecurityManager());

System.out.println("Security manager installed.");

} **else** {

System.out.println("Security manager already exists.");

}

**try** { *//special exception handler for registry creation*

LocateRegistry.createRegistry(1099);

System.out.println("java RMI registry created.");

} **catch** (RemoteException e) {

*//do nothing, error means registry already exists*

System.out.println("java RMI registry already exists.");

}

**try** {

*//Instantiate RmiServer*

RmiServer obj = **new** RmiServer();

*// Bind this object instance to the name "RmiServer"*

Naming.rebind("//localhost/RmiServer", obj);

System.out.println("PeerServer bound in registry");

} **catch** (Exception e) {

System.err.println("RMI server exception:" + e);

e.printStackTrace();

}

}

}

**RmiServerIntf interface** — defines the interface that is used by the client and implemented by the server.

**import** java.rmi.Remote;

**import** java.rmi.RemoteException;

**public** **interface** RmiServerIntf **extends** Remote {

**public** String getMessage() **throws** RemoteException;

}

**RmiClient class** — this is the client which gets the reference (a proxy) to the remote object living on the server and invokes its method to get a message. If the server object implemented java.io.Serializable instead of java.rmi.Remote, it would be serialized and passed to the client as a value.[[2]](http://en.wikipedia.org/wiki/Java_remote_method_invocation#cite_note-2)

**import** java.rmi.Naming;

**import** java.rmi.RMISecurityManager;

**public** **class** RmiClient {

*// "obj" is the reference of the remote object*

RmiServerIntf obj = **null**;

**public** String getMessage() {

**try** {

obj = (RmiServerIntf)Naming.lookup("//localhost/RmiServer");

**return** obj.getMessage();

} **catch** (Exception e) {

System.err.println("RmiClient exception: " + e);

e.printStackTrace();

**return** e.getMessage();

}

}

**public** **static** **void** main(String args[]) {

*// Create and install a security manager*

**if** (System.getSecurityManager() == **null**) {

System.setSecurityManager(**new** RMISecurityManager());

}

RmiClient cli = **new** RmiClient();

System.out.println(cli.getMessage());

}

}

Before running this example, we need to make a 'stub' file of the interface we used. For this task we have the RMI compiller - 'rmic'

* Note: we make a stub file from the '\*.class' file with the implementation of the remote interface, not from the '\*.java' file.

rmic RmiServer

Note that since version 5.0 of J2SE support for dynamically generated stub files has been added, and rmic is only provided for backwards compatibility with earlier run times.[[3]](http://en.wikipedia.org/wiki/Java_remote_method_invocation#cite_note-3)

**server.policy** — this file is required on the server to allow TCP/IP communication for the remote registry and for the RMI server.

grant {

permission java.net.SocketPermission "127.0.0.1:\*", "connect,resolve";

permission java.net.SocketPermission "127.0.0.1:\*", "accept";

};

The server.policy file should be used using the D switch of Java RTE, e.g.:

java -Djava.security.policy=server.policy RmiServer

**client.policy** — this file is required on the client to connect to RMI Server using TCP/IP.

grant {

permission java.net.SocketPermission "127.0.0.1:\*", "connect,resolve";

};

**no.policy** — also if you have any troubles with connecting, try this file for server or client.

grant {

permission java.security.AllPermission;

};

**[**[**edit**](http://en.wikipedia.org/w/index.php?title=Java_remote_method_invocation&action=edit&section=4)**]**

<http://docs.oracle.com/javase/tutorial/rmi/index.html>

# Trail: RMI

The Java Remote Method Invocation (RMI) system allows an object running in one Java virtual machine to invoke methods on an object running in another Java virtual machine. RMI provides for remote communication between programs written in the Java programming language.

**Note:** If you are connecting to an existing IDL program, you should use Java IDL rather than RMI.

This trail provides a brief overview of the RMI system and then walks through a complete client/server example that uses RMI's unique capabilities to load and to execute user-defined tasks at runtime. The server in the example implements a generic compute engine, which the client uses to compute the value of ![the pi symbol](data:image/gif;base64,R0lGODdhCQAJAPAAAP///wAAACwAAAAACQAJAAACE0SOqQjW0SJ0kU756smQmb09UAEAOw==).

[[![trail icon](data:image/gif;base64,R0lGODdhFAAUAPUAAPf8//Hy9+34/+bu/9Lh+8TS9LvG3LHI+ae856XG56O495y955y155S155St54+o2Y6o9oyt54yl54ea1oSl54Sc54OVwnuc53uU53uT2nuM53OM53OM3nOE1nKM03KE3m+BvWuE1muEzmt7zmN7zmN7xmN7vV9zvV50sV5zxlBouEpgrUpaljdPnyQ6jiA0fwAAOwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAFAAUAAAG/sCEcEFcMBpIhyMSkUgolUoCUTQiG0qmk0KZSKvH5LK5jU6KFhSrxW6zUJlu9LJ4oFYUCCEACAQGChktJ1EZGAsWHgQDBBMtLy4qEgcFBQoDAwwZDAsoASswMaKjMCACBy4rBRpHIAoAEistLi4tkgQELSuKHFctAMDBwIwqHhgFBhtYDigQwsAEBwQQA5YhHEpKJ88AjAcYKrYc2BEMCRmvzwMlIxkaHB8hEQUE3SoHwgMVJH8FDyHy6gErUCGcLhEQBAALgKDDCAknCvDhFiwAAQQlTjw00aJEhQOYAgjAdAACBxIuWJAowSVDCVltYtZakWJECZZmLlQwNG5cIwcPIUTYTEHIywUMPN9x6ADQ5s0ThCpcMIRUKVOhKzOeQBEEADs=)](http://docs.oracle.com/javase/tutorial/rmi/overview.html)**An Overview of RMI Applications**](http://docs.oracle.com/javase/tutorial/rmi/overview.html) describes the RMI system and lists its advantages. Additionally, this section provides a description of a typical RMI application, composed of a server and a client, and introduces important terms.

[[![trail icon](data:image/gif;base64,R0lGODdhFAAUAPUAAPf8//Hy9+34/+bu/9Lh+8TS9LvG3LHI+ae856XG56O495y955y155S155St54+o2Y6o9oyt54yl54ea1oSl54Sc54OVwnuc53uU53uT2nuM53OM53OM3nOE1nKM03KE3m+BvWuE1muEzmt7zmN7zmN7xmN7vV9zvV50sV5zxlBouEpgrUpaljdPnyQ6jiA0fwAAOwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAFAAUAAAG/sCEcEFcMBpIhyMSkUgolUoCUTQiG0qmk0KZSKvH5LK5jU6KFhSrxW6zUJlu9LJ4oFYUCCEACAQGChktJ1EZGAsWHgQDBBMtLy4qEgcFBQoDAwwZDAsoASswMaKjMCACBy4rBRpHIAoAEistLi4tkgQELSuKHFctAMDBwIwqHhgFBhtYDigQwsAEBwQQA5YhHEpKJ88AjAcYKrYc2BEMCRmvzwMlIxkaHB8hEQUE3SoHwgMVJH8FDyHy6gErUCGcLhEQBAALgKDDCAknCvDhFiwAAQQlTjw00aJEhQOYAgjAdAACBxIuWJAowSVDCVltYtZakWJECZZmLlQwNG5cIwcPIUTYTEHIywUMPN9x6ADQ5s0ThCpcMIRUKVOhKzOeQBEEADs=)](http://docs.oracle.com/javase/tutorial/rmi/server.html)**Writing an RMI Server**](http://docs.oracle.com/javase/tutorial/rmi/server.html) walks through the code for the compute engine server. This section will teach you how to design and to implement an RMI server.

[[![trail icon](data:image/gif;base64,R0lGODdhFAAUAPUAAPf8//Hy9+34/+bu/9Lh+8TS9LvG3LHI+ae856XG56O495y955y155S155St54+o2Y6o9oyt54yl54ea1oSl54Sc54OVwnuc53uU53uT2nuM53OM53OM3nOE1nKM03KE3m+BvWuE1muEzmt7zmN7zmN7xmN7vV9zvV50sV5zxlBouEpgrUpaljdPnyQ6jiA0fwAAOwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAFAAUAAAG/sCEcEFcMBpIhyMSkUgolUoCUTQiG0qmk0KZSKvH5LK5jU6KFhSrxW6zUJlu9LJ4oFYUCCEACAQGChktJ1EZGAsWHgQDBBMtLy4qEgcFBQoDAwwZDAsoASswMaKjMCACBy4rBRpHIAoAEistLi4tkgQELSuKHFctAMDBwIwqHhgFBhtYDigQwsAEBwQQA5YhHEpKJ88AjAcYKrYc2BEMCRmvzwMlIxkaHB8hEQUE3SoHwgMVJH8FDyHy6gErUCGcLhEQBAALgKDDCAknCvDhFiwAAQQlTjw00aJEhQOYAgjAdAACBxIuWJAowSVDCVltYtZakWJECZZmLlQwNG5cIwcPIUTYTEHIywUMPN9x6ADQ5s0ThCpcMIRUKVOhKzOeQBEEADs=)](http://docs.oracle.com/javase/tutorial/rmi/client.html)**Creating A Client Program**](http://docs.oracle.com/javase/tutorial/rmi/client.html) takes a look at one possible compute engine client and uses it to illustrate the important features of an RMI client.

[[![trail icon](data:image/gif;base64,R0lGODdhFAAUAPUAAPf8//Hy9+34/+bu/9Lh+8TS9LvG3LHI+ae856XG56O495y955y155S155St54+o2Y6o9oyt54yl54ea1oSl54Sc54OVwnuc53uU53uT2nuM53OM53OM3nOE1nKM03KE3m+BvWuE1muEzmt7zmN7zmN7xmN7vV9zvV50sV5zxlBouEpgrUpaljdPnyQ6jiA0fwAAOwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAFAAUAAAG/sCEcEFcMBpIhyMSkUgolUoCUTQiG0qmk0KZSKvH5LK5jU6KFhSrxW6zUJlu9LJ4oFYUCCEACAQGChktJ1EZGAsWHgQDBBMtLy4qEgcFBQoDAwwZDAsoASswMaKjMCACBy4rBRpHIAoAEistLi4tkgQELSuKHFctAMDBwIwqHhgFBhtYDigQwsAEBwQQA5YhHEpKJ88AjAcYKrYc2BEMCRmvzwMlIxkaHB8hEQUE3SoHwgMVJH8FDyHy6gErUCGcLhEQBAALgKDDCAknCvDhFiwAAQQlTjw00aJEhQOYAgjAdAACBxIuWJAowSVDCVltYtZakWJECZZmLlQwNG5cIwcPIUTYTEHIywUMPN9x6ADQ5s0ThCpcMIRUKVOhKzOeQBEEADs=)](http://docs.oracle.com/javase/tutorial/rmi/example.html)**Compiling and Running the Example**](http://docs.oracle.com/javase/tutorial/rmi/example.html) shows you how to compile and to run both the compute engine server and its client.

<http://docs.oracle.com/javase/tutorial/rmi/overview.html>

# An Overview of RMI Applications

RMI applications often comprise two separate programs, a server and a client. A typical server program creates some remote objects, makes references to these objects accessible, and waits for clients to invoke methods on these objects. A typical client program obtains a remote reference to one or more remote objects on a server and then invokes methods on them. RMI provides the mechanism by which the server and the client communicate and pass information back and forth. Such an application is sometimes referred to as a *distributed object application*.

Distributed object applications need to do the following:

* **Locate remote objects.** Applications can use various mechanisms to obtain references to remote objects. For example, an application can register its remote objects with RMI's simple naming facility, the RMI registry. Alternatively, an application can pass and return remote object references as part of other remote invocations.
* **Communicate with remote objects.** Details of communication between remote objects are handled by RMI. To the programmer, remote communication looks similar to regular Java method invocations.
* **Load class definitions for objects that are passed around.** Because RMI enables objects to be passed back and forth, it provides mechanisms for loading an object's class definitions as well as for transmitting an object's data.

The following illustration depicts an RMI distributed application that uses the RMI registry to obtain a reference to a remote object. The server calls the registry to associate (or bind) a name with a remote object. The client looks up the remote object by its name in the server's registry and then invokes a method on it. The illustration also shows that the RMI system uses an existing web server to load class definitions, from server to client and from client to server, for objects when needed.

![the RMI system, using an existing web server, communicates from serve to client and from client to server](data:image/gif;base64,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)

## Advantages of Dynamic Code Loading

One of the central and unique features of RMI is its ability to download the definition of an object's class if the class is not defined in the receiver's Java virtual machine. All of the types and behavior of an object, previously available only in a single Java virtual machine, can be transmitted to another, possibly remote, Java virtual machine. RMI passes objects by their actual classes, so the behavior of the objects is not changed when they are sent to another Java virtual machine. This capability enables new types and behaviors to be introduced into a remote Java virtual machine, thus dynamically extending the behavior of an application. The compute engine example in this trail uses this capability to introduce new behavior to a distributed program.

## Remote Interfaces, Objects, and Methods

Like any other Java application, a distributed application built by using Java RMI is made up of interfaces and classes. The interfaces declare methods. The classes implement the methods declared in the interfaces and, perhaps, declare additional methods as well. In a distributed application, some implementations might reside in some Java virtual machines but not others. Objects with methods that can be invoked across Java virtual machines are called *remote objects.*

An object becomes remote by implementing a *remote interface*, which has the following characteristics:

* A remote interface extends the interface java.rmi.Remote.
* Each method of the interface declares java.rmi.RemoteException in its throws clause, in addition to any application-specific exceptions.

RMI treats a remote object differently from a non-remote object when the object is passed from one Java virtual machine to another Java virtual machine. Rather than making a copy of the implementation object in the receiving Java virtual machine, RMI passes a remote *stub* for a remote object. The stub acts as the local representative, or proxy, for the remote object and basically is, to the client, the remote reference. The client invokes a method on the local stub, which is responsible for carrying out the method invocation on the remote object.

A stub for a remote object implements the same set of remote interfaces that the remote object implements. This property enables a stub to be cast to any of the interfaces that the remote object implements. However, *only* those methods defined in a remote interface are available to be called from the receiving Java virtual machine.

## Creating Distributed Applications by Using RMI

Using RMI to develop a distributed application involves these general steps:

1. Designing and implementing the components of your distributed application.
2. Compiling sources.
3. Making classes network accessible.
4. Starting the application.

### Designing and Implementing the Application Components

First, determine your application architecture, including which components are local objects and which components are remotely accessible. This step includes:

* **Defining the remote interfaces.** A remote interface specifies the methods that can be invoked remotely by a client. Clients program to remote interfaces, not to the implementation classes of those interfaces. The design of such interfaces includes the determination of the types of objects that will be used as the parameters and return values for these methods. If any of these interfaces or classes do not yet exist, you need to define them as well.
* **Implementing the remote objects.** Remote objects must implement one or more remote interfaces. The remote object class may include implementations of other interfaces and methods that are available only locally. If any local classes are to be used for parameters or return values of any of these methods, they must be implemented as well.
* **Implementing the clients.** Clients that use remote objects can be implemented at any time after the remote interfaces are defined, including after the remote objects have been deployed.

### Compiling Sources

As with any Java program, you use the javac compiler to compile the source files. The source files contain the declarations of the remote interfaces, their implementations, any other server classes, and the client classes.

**Note:** With versions prior to Java Platform, Standard Edition 5.0, an additional step was required to build stub classes, by using the rmic compiler. However, this step is no longer necessary.

### Making Classes Network Accessible

In this step, you make certain class definitions network accessible, such as the definitions for the remote interfaces and their associated types, and the definitions for classes that need to be downloaded to the clients or servers. Classes definitions are typically made network accessible through a web server.

### Starting the Application

Starting the application includes running the RMI remote object registry, the server, and the client.

The rest of this section walks through the steps used to create a compute engine.

## Building a Generic Compute Engine

This trail focuses on a simple, yet powerful, distributed application called a *compute engine*. The compute engine is a remote object on the server that takes tasks from clients, runs the tasks, and returns any results. The tasks are run on the machine where the server is running. This type of distributed application can enable a number of client machines to make use of a particularly powerful machine or a machine that has specialized hardware.

The novel aspect of the compute engine is that the tasks it runs do not need to be defined when the compute engine is written or started. New kinds of tasks can be created at any time and then given to the compute engine to be run. The only requirement of a task is that its class implement a particular interface. The code needed to accomplish the task can be downloaded by the RMI system to the compute engine. Then, the compute engine runs the task, using the resources on the machine on which the compute engine is running.

The ability to perform arbitrary tasks is enabled by the dynamic nature of the Java platform, which is extended to the network by RMI. RMI dynamically loads the task code into the compute engine's Java virtual machine and runs the task without prior knowledge of the class that implements the task. Such an application, which has the ability to download code dynamically, is often called a *behavior-based application*. Such applications usually require full agent-enabled infrastructures. With RMI, such applications are part of the basic mechanisms for distributed computing on the Java platform.